**To compute a segmentation of maximum total quality for a string**

**Abstract:**

For a provided string of letters y = y1, y2….yn we have to do the segmentation of y such that at the end we get the string of maximum qualtity for this we are following two appproaches 1. Bute force 2. Dynamic programming. By using Dynamic programming approach we can optimize the time complexity of this segmentaion problem.

1. Problem Statement

As some of you know well, and others of you may be interested to learn, a number of languages (including Chinese and Japanese) are written without spaces between the words. Consequently, software that works with text written in these languages must address the word segmentation problem--inferring likely boundaries between consecutive words in the text. If English were written without spaces, the analogous problem would consist of taking a string like “meetateight" and deciding that the best segmentation is "meet at eight" (and not "me et at eight," or "meet ateight," or any of a huge number of even less plausible alternatives). How could we automate this process?

A simple approach that is at least reasonably effective is to find a segmentation that simply maximizes the cumulative "quality" of its individual constituent words. Thus, suppose you are given a black box that, for any string of letters x = x1x2… xk, will return a number quality(x). This number can be either positive or negative; larger numbers correspond to more plausible English words. (So quality ("me") would be positive, while **quality (**"ght") would be negative.) Given a long string of letters y = y1y2…yn, a segmentation of y is a partition of its letters into contiguous blocks of letters; each block corresponds to a word in the segmentation. The total quality of a segmentation is determined by adding up the qualities of each of its blocks. (So we would get the right answer above provided that quality("meet") + quality("at") +quality(" eight") was greater than the total quality of any other segmentation of the string.)

Give an efficient algorithm that takes a string y and computes a segmentation of maximum total quality. (You can treat a single call to the black box computing quality(x) as a single computational step.)

(A final note, not necessary for solving the problem: To achieve better performance, word segmentation software in practice works with a more complex formulation of the problem-for example, incorporating the notion that solutions should not only be reasonable at the word level, but also form coherent phrases and sentences. If we consider the example "theyouthevent," there are at least three valid ways to segment this into common English words, but one constitutes a much more coherent phrase than the other two. If we think of this in the terminology of formal languages, this broader problem is like searching for a segmentation that also can be parsed well according to a grammar for the underlying language. But even with these additional criteria and constraints, dynamic programming approaches lie at the heart of a number of successful segmentation systems.)

2 The Brute Force approach

In the Brute approach, we consider all the possible combination of segmentation in string for each passible segmentation we are checking it with dictionary if found the quality of that segmented part is 1 else -1 .In this fashion we are doing this procedure for all the possible segmentation of string at the end. We will consider such a combination of segmented string which return the maximum quality.

**2.1 Example & Analysis**

* Input : goto
* Dictionary ={ go , to, too, and}

1. goto (quality = -1)

2. g\_oto (quality = -2)

3. **go\_to (quality = 2)**

4. got\_o (quality = -2)

5. g\_o\_to (quality = -1)

6. g\_ot \_o (quality = -3)

7. go\_t\_o (quality = -1)

8. g\_o\_t\_o (quality = -4)

Time complexity

As we can see in this example there are 2^n-1 possilbles segmentaion of string out of which one will give the maximum quality so in the worst case we need to check approximately 2^n to get the maximum quality . Time complexity is O(2^n)

**3 Dynamic Programming approach**

3.1 Dynamic programming Strategy

As Brute approach takes O (2n) time complexity in worst case so we can optimize it to O (n2\*s) time complexity by using Dynamic programming technique where s is length of dictionary maintaining. In this strategy, we maintaining two matrix 1. Quality Matrix 2. Trace Matrix. We compute the quality of segmented string if it is already computed we take that value if not computed we computed it and store it for future reference. While doing so we maintaining entery in tradce matrix . At the end from the trace matrix we will trace down the maximum quality segmented string.

3.2 Algorithm

1. Calculate quality of each single letter of a string

If letter found in dictionary then quality 1 else -1 and store it in QM

Store position of letter in TM

2. Calculate remaining possibilities of string

Take substring from i to j

3. for i<j,

If substring present in dictionary then quality 1

TM[i][j] = j

![](data:image/png;base64,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)

TM[i][j] = k for which QM[i][j] is max

* **Tracing String from traceMatrix:**

traceString ( TM, str, start, en

**{**

**int split = TM[start][end];**

if(split == end)

{

print string from start to end

return;

} traceString(TM, str, start, split); traceString (TM, str, split+1,end); }

3.3 Proof and analysis

Consider a string a stirng “goto”
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Make entry for ‘j’ in trace matrix if value is max

else

Make entry for ‘k’ in trace matrix if k value is max

By using above conditions we ge matrix

**For “goto” :**

**Quality Matrix**

|  |  |  |  |
| --- | --- | --- | --- |
| **-1** | **1** | **0** | **2** |
| **0** | **-1** | **-1** | **0** |
| **0** | **0** | **-1** | **1** |
| **0** | **0** | **0** | **-1** |

**Trace matrix**

|  |  |  |  |
| --- | --- | --- | --- |
| **0** | **1** | **1** | **1** |
| **0** | **1** | **2** | **1** |
| **0** | **0** | **2** | **3** |
| **0** | **0** | **0** | **3** |

**Tracing of trace matrix**

traceString ( TM, str, start, end)

{

int split = TM[start][end];

if(split == end)

{

// print string from start to end

return ;

}

traceString(TM, str, start, split);

traceString (TM, str, split+1,end);

}

By using above algorithm we can get maximum quality string “go to” having quality 2

To calculate this 2 matrix we require n^2 time and for each element we check in dicrionary to get qualtioy (say s= length of dictionary )

Therefore,

**Time complexity = (n^2 \*s)**

**4 Performance evaluation**

|  |  |  |
| --- | --- | --- |
| **Input String** | **Brute Force**  **(time in microsec)** | **Dynamic Programming**  **(time in microsec)** |
| Iam | 3.03 | 3.03 |
| Iamace | 3.28 | 3.28 |
| howareu | 3.33 | 3.33 |
| Meetmeat | 3.42 | 3.42 |

Conclusion

* Brute Force approach tries all possible paths which may take exponential time.
* In Dynamic programming approach, it checks if the subproblem is already computed or not. If computed then it will not compute again.